Часть 1. **javax.script,** пакет  добавленный в Java SE 6

Java-разработчики знают, что Java не всегда является лучшим языком для решения некоторого рода задач. В этом году релизы версий 1.0 для JRuby и Groovy усилили интерес к встраиванию динамических языков в приложения Java. Groovy, JRuby, Rhino, Jython и прочие проекты с открытым кодом предоставляют возможность писать код на так называемых скриптовых языках и запускать его под управлением JVM (см. [Ресурсы](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#artrelatedtopics)). До сих пор интеграция таких языков с Java-кодом, обычно, подразумевала необходимость изучения для каждого интерпретатора его уникального API и особенностей реализации.

Пакет javax.script, добавленный в Java SE 6, облегчает процесс интеграции динамических языков. Он предоставляет единообразный, простой способ вызова множества скриптовых языков при использовании небольшого набора интерфейсов и реальных классов. Но Java scripting API — это больше, чем просто облегчение в создании скриптовых фрагментов приложения; пакет поддержки скриптинга позволяет вам считывать и вызывать внешние скрипты на лету, что означает возможность динамической модификации самих скриптов для изменения поведения исполняемого приложения.

Эта статья, первая в серии из двух частей, является введением в возможности и ключевые классы Java scripting API с использованием приложения в стиле "Hello World". [Часть 2](http://www.ibm.com/developerworks/java/library/j-javascripting2/) представляет более реалистичный пример приложения, раскрывающий дополнительные сильные стороны скриптового API. В этом приложении scripting API задействован для создания движка с динамически настраиваемыми правилами, в котором правила кодируются в виде внешних скриптов, написанных на Groovy, JavaScript и Ruby. Правила принимают решение — может ли соискатель внутреннего заема претендовать на отдельные ипотечные продукты. Воплощение таких правил посредством Java scripting API позволяет изменять сами правила и добавлять в процессе выполнения новые продукты ипотеки.

API Java-скриптинга

Пакет поддержки скриптинга был добавлен в язык Java в декабре 2006 для обеспечения унифицированного способа интеграции скриптовых языков в приложение Java. Для разработчиков скриптовых языков пакет предоставляет способ написания связующего кода, позволяющего их языкам вызываться динамически из Java-приложения. Для Java-разработчиков пакет предлагает небольшой набор классов и интерфейсов, которые дают возможность скриптам, написанным на любом множестве языков, быть вызванным через обобщенный API. Пакет скриптинга, таким образом, подобен пакету Java Database Connectivity (JDBC) — с ним различные языки (как различные базы данных) могут быть интегрированы в платформу Java посредством согласующего интерфейса.

Ранее динамический вызов скриптового языка из Java-кода усложнялся использованием специфичных классов, поставляемых в дистрибутиве каждого языка, или же использованием Bean Scripting Framework (BSF) от Apache Jakarta. BSF объединяет небольшое количество скриптовых языков под управлением единого API (см. [Ресурсы](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#artrelatedtopics)). Более двух дюжин скриптовых языков, включая AppleScript, Groovy, JavaScript, Jelly, PHP, Python, Ruby и Velocity, могут быть интегрированы в Java-код при использовании Java SE 6 Scripting API, главным образом базирующемся на BSF.

Scripting API обеспечивает двухстороннюю видимость между Java-приложениями и внешними скриптами. Ваш Java-код может не только вызывать внешние скрипты, но также может предоставить таким скриптам доступ к избранным Java-объектам. Внешний скрипт Ruby, к примеру, может вызывать методы Java-объектов и иметь доступ к их свойствам, что позволяет скриптам добавлять в исполняемое приложение поведение, не предусмотренное на момент разработки.

Обращение к внешним скриптам может быть использовано для расширения функциональности приложения по ходу его выполнения, конфигурирования, мониторинга или других оперативных манипуляций — таких как изменение бизнес-логики без необходимости останавливать приложение. Возможные применения пакета поддержки скриптинга включают:

* Написание бизнес-логики на более простом, чем Java, языке, не обращаясь при этом к развитым средам выполнения.
* Построение архитектуры на базе подключаемых модулей (плагинов), позволяющей пользователям настраивать приложение на лету.
* Интегрировать существующий скрипт в ваше Java-приложение, скажем, скрипт обрабатывающий или преобразовывающий текстовые файлы.
* Производить внешнюю оперативную конфигурацию поведения приложения с помощью полноценного языка программирования вместо настроечного файла.
* Добавлять в Java-приложение язык, специфичный для данной предметной области.
* Применять скриптовый язык на этапе прототипирования Java-приложения.
* Писать на скриптовом языке тестирующий код для приложения.

Простой пример из Википедии:

Вот пример Java-кода, запускающего JavaScript print('Hello, world!')

**import** **javax.script.ScriptEngine**;

**import** **javax.script.ScriptEngineManager**;

**import** **javax.script.ScriptException**;

**public** **class** **RhinoEngine** {

**public** **static** void main(String[] args) {

ScriptEngineManager mgr = **new** ScriptEngineManager();

ScriptEngine engine = mgr.getEngineByName("JavaScript");

*// Теперь у нас есть экземпляр движка и мы можем выполнить JavaScript*

**try** {

engine.put("name", args[0]); //устанавливает указанную пару ключ(*произвольно*

*названная переменная)*\значение*(тут может быть*

*массив/класс/переменная из Java)*вГлобальной

области видимости. Т.е. делает параметр из Java

доступным в скриптах

engine.eval("print('Hello ' + name + '!')"); //запускает строку кода на

JavaScript - print('Hello ' + name + '!')

} **catch** (ScriptException ex) {

ex.printStackTrace();

}

}

}

Метод **eval(**Reader ---/String ---**)** вызывает выполнение скрипта либо из файла/либо тут-же написанного

Привет, скриптовый мир

Класс HelloScriptingWorld, который вы можете загрузить наряду с прочим кодом для этой статьи (см. [Загрузка](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#artdownload)), демонстрирует ключевые возможности пакета поддержки Java-скриптинга. В нем используются жестко закодированные фрагменты на JavaScript, взятого в качестве примера скриптового языка.

package com.mcqueeney.scripting;

import javax.script.Invocable;

import javax.script.ScriptEngine;

import javax.script.ScriptEngineManager;

import javax.script.ScriptException;

public **class** **HelloScriptingWorld** {

public static void main(String[] args)

throws ScriptException, NoSuchMethodException

{

ScriptEngineManager scriptEngineMgr = new ScriptEngineManager();

ScriptEngine jsEngine = scriptEngineMgr.getEngineByName("JavaScript");

if (jsEngine == null)

{

System.err.println("No script engine found for JavaScript");

System.exit(1);

}

System.out.println("Calling invokeHelloScript...");

invokeHelloScript(jsEngine);

System.out.println("\nCalling defineScriptFunction...");

defineScriptFunction(jsEngine);

System.out.println("\nCalling invokeScriptFunctionFromEngine...");

invokeScriptFunctionFromEngine(jsEngine);

System.out.println("\nCalling invokeScriptFunctionFromJava...");

invokeScriptFunctionFromJava(jsEngine);

System.out.println("\nCalling invokeJavaFromScriptFunction...");

invokeJavaFromScriptFunction(jsEngine);

}

private static void invokeHelloScript(ScriptEngine jsEngine)

throws ScriptException

{ jsEngine.eval("println('Hello from JavaScript')"); }

private static void defineScriptFunction(ScriptEngine engine)

throws ScriptException

{

// Тут задается, **но не выполняется,** функция

engine.eval(

"function sayHello(name) {" +

" println('Hello, ' + name)" +

"}");

}

private static void invokeScriptFunctionFromEngine(ScriptEngine jsEngine)

throws ScriptException

{ jsEngine.eval("sayHello('World!')"); }

private static void invokeScriptFunctionFromJava(ScriptEngine jsEngine)

throws ScriptException, NoSuchMethodException

{

Invocable invocableEngine = (Invocable) jsEngine;

invocableEngine.invokeFunction("sayHello", "from Java");

}

private static void invokeJavaFromScriptFunction(ScriptEngine jsEngine)

throws ScriptException

{

jsEngine.put("helloScriptingWorld", new HelloScriptingWorld());

jsEngine.eval(

"println('Invoking getHelloReply method from JavaScript...');" +

"var msg = helloScriptingWorld.getHelloReply('JavaScript');" +

"println('Java returned: ' + msg)"

);

}

/\*\* Method invoked from the above script to return a string. \*/

public String getHelloReply(String name)

{ return "Java method getHelloReply says, 'Hello, " + name + "'"; }

}

То, что мы увидим на экране после запуска HelloScriptingWorld:

|  |  |
| --- | --- |
|  | Вызываю invokeHelloScript...  Hello from JavaScript    Вызываю defineScriptFunction...    Вызываю invokeScriptFunctionFromEngine...  Hello, World!    Вызываю invokeScriptFunctionFromJava...  Hello, from Java    Вызываю invokeJavaFromScriptFunction...  Вызов метода getHelloReply из JavaScript...  Получили из Java: Java-метод getHelloReply говорит 'Привет, JavaScript' |

**ДАЛЕЕ ЭТОТ ПРИМЕР ОПИСАН БОЛЕЕ ПОДРОБНО.**

Содержащийся в классе метод main(), показанный в **листинге 1**,

создает исполняющее окружение для JavaScript скрипта, а затем вызывает пять методов (показанных в последующих листингах), подчеркивающих возможности пакета:

Листинг 1. Метод main для HelloScriptingWorld

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | public static void main(String[] args) throws ScriptException, NoSuchMethodException {    ScriptEngineManager scriptEngineMgr = new ScriptEngineManager();  ScriptEngine jsEngine = scriptEngineMgr.getEngineByName("JavaScript"); //тут "JavaScript"   это наименование языка, код которого будет использован      if (jsEngine == null) {          System.err.println("Для JavaScript не найдено скриптового движка");          System.exit(1);      }        System.out.println("Вызываем invokeHelloScript...");      invokeHelloScript(jsEngine);        System.out.println("\nВызываем defineScriptFunction...");      defineScriptFunction(jsEngine);        System.out.println("\nВызываем invokeScriptFunctionFromEngine...");      invokeScriptFunctionFromEngine(jsEngine);        System.out.println("\nВызываем invokeScriptFunctionFromJava...");      invokeScriptFunctionFromJava(jsEngine);        System.out.println("\nВызываем invokeJavaFromScriptFunction...");      invokeJavaFromScriptFunction(jsEngine);  } |

Главная задача метода main()— получение экземпляра javax.script.ScriptEngine (две первых конструкции в [листинге 1](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#listing1)). Скриптовый движок загружает и выполняет скрипты для некоторого конкретного языка. Это наиболее часто используемый и востребованный класс в пакете Java-скриптинга. Вы извлекаете скриптовый движок из javax.script.ScriptEngineManager (первое выражение присваивания). Типичная необходимость — получение в программе только одного экземпляра движка, если только не используется множество скриптовых языков.

**Почему в нашем примере JavaScript?**

В нашем примере Hello World мы используем JavaScript отчасти потому что его код прост для понимания, но в большей степени — потому что среды выполнения для Java 6 в поставке от Sun Microsystems и BEA Systems комплектуются JavaScript-интерпретатором на базе реализации с открытым кодом Mozilla Rhino. Для JavaScript у вас нет необходимости добавлять JAR-файлы поддержки скриптового языка в переменную окружения CLASSPATH.

Класс ScriptEngineManager

ScriptEngineManager, возможно, единственный реальный класс в пакете скриптинга к которому вы будете обращаться регулярно; большинство прочего — интерфейсы. И это, может быть, единственный класс из пакета скриптинга, экземпляры которого вы будете создавать напрямую (или косвенно — через механизм внедрения зависимости (*dependency-injection)* так, как это делается в Spring Framework.)

ScriptEngineManager может возвращать скриптовый движок одним из трех способов:

* По имени движка или языка, как запрашивается JavaScript в [листинге 1](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#listing1).
* По расширению файла, общепринятому в использовании для скриптов на этом языке, скажем, .rb для Ruby.
* По MIME-типу, в случае, когда в скриптовом движке заявлена его поддержка.

ScriptEngineManager-ы находят и создают скриптовые движки опосредованно. Т.е. при создании экземпляров ScriptEngine-менеджеров они обращаются к механизму поиска сервиса (добавлено в Java 6) для обнаружения всех зарегистрированных реализаций javax.script.ScriptEngineFactory в CLASSPATH.  Эти фабричные классы поставляются в пакетах с реализациями Java scripting API; вам, скорее всего, никогда не придется непосредственно иметь дело с этими классами.

После того, как ScriptEngineManager нашел все фабричные классы соответствующих скриптовых движков, он опрашивает каждую из фабрик чтобы выяснить: можно ли создать движок требуемого типа — JavaScript для случая в [листинге 1](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#listing1). Если фабрика отвечает утвердительно, менеджер просит фабрику создать движок и он будет возвращен потребителю. Менеджер возвращает null если фабрика для целевого языка не найдена, что предусмотрено в коде [листинга 1](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#listing1), в целях надежности проверяющем возвращаемое значение на null.

Интерфейс ScriptEngine

Как я уже упоминал, ваш код использует экземпляр ScriptEngine для выполнения скрипта.

**Интерфейс ScriptEngine определяет 6 перегруженных методов eval():**

**- 3 принимающих скрипт к обработке как в виде строки *(дальнейшие примеры именно про это)*;**

**- 3 через объект java.io.Reader, для вычитывания скриптов из внешних источников, таких как файлы ( типа scriptEngine.eval(new FileReader(myFile)) )**.

Скриптовый движок действует как посредник между вашим скриптовым кодом и целевым языковым интерпретатором или компилятором, который, в конечном счете, и исполняет код. Следовательно, вам не нужно знать какие классы используются каждым интерпретатором для отработки кода. Например, скриптовый движок для JRuby может сначала передать ваш код в экземпляр класса org.jruby.Ruby для компиляции скрипта в некоторую промежуточную форму, затем вызвать его снова для прогона скрипта и обработки возвращаемых значений. Реализация скриптовой поддержки скрывает детали, включая то, как интерпретатор согласовывает определения классов, объекты приложения и потоки ввода/вывода с Java-кодом.

На рис. 1 в общем виде показаны взаимосвязи между вашим приложением, Java scripting API, реализацией ScriptEngine и интерпретатором скриптового языка. Вы можете отметить, что ваше приложение опирается только на API скриптинга, предоставляемое классом ScriptEngineManager и интерфейсом ScriptEngine. Компонент реализации интерфейса ScriptEngine обслуживает всю специфику использования конкретного языкового интерпретатора.

Рисунок 1: Взаимосвязи компонентов Scripting API

![Компонентная диаграмма Scripting API](data:image/gif;base64,R0lGODlhMgK5AOYAAICAgL+/vz8/P5GPkJGNdQAAAH99ZUBAQFpWSu/v77+8mB8fHz8+MsnIyC8vL9/f35+fnw8PD8/Pz19fXyMfIG9vb4+Pj6+vr9/bsU9PT+/rvs/LpC8vJqCgoB8fGSAgIG9tWJ+cfg8PDODg4F9eTI+NcsDAwK+si8jEoGBgYNDQ0PDw8DAwME9OP6yoipCQkPLy8jEtLjAsKtbW1rCwsNXRqkxIQLu6urq2lYSBghAQEK2srExJSlBQUHVxYHZzdHBwcGhlZp6agD46NX9/f//7y////wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAAAAAAALAAAAAAyArkAAAf/gEaCg4SFhoeIiYqLjI2Oj5CRkoQmAJaXmJmam5ydnp+goZkmk6Wmp6ipqqusra6vhpWis7S1tre4mqSwhAACRMDBwsPExcbHyMnKy8ECALzQ0dLT1NXWkL7M2tvc3d7fw87TAETX5o1Ez+fr7O3u77zk8POs6ePl9Ov2+fz9/v/R5AEcqGhfQHwEoxlMyLChw38CHyZcGA+hxHrqLmrcyLFix38UYUX8aCokyZMoU/ayqLKdSVcjWzp6KbOmTYIxb1qjySqnzkM8fwodas4nUV5BVRk9mvSo06c9WUJ91ZRRhwNYs2r9sECA169fIQytOrWsWUFXtarlCrat2LOl/8gqAjAhgN27ePPinSC1ply4gIfS1UtYL9/Akv4iWlqwr0zFiCO3ZJwImORHkA1RRmRZaObLoDluBuo4NKHPKyd1/onatGuGow2tfi0746nYhWbfbE27dz/cp0u/5m0E+CDdNon7Xv7OuCDkvok7NwL9sW3m2CVOr24oQAJCEh5ck/A9QKQEElxJF16ZPfl2D8SjUp69frXt7I9PGPQgwndrApgngCMPZGCEBBWod10p+C1SQXrsQPCWIRWYh86C9mXoT4OOLGChAG894J0iCVhIiF3/CRIAhIKUKF+AhYiYoogQBjBgIRKYKEiOkUhXV2FABnCYIyXqaEiO8pG4Iv94OoaHo4kwXqjhlAANFmRhQzYSwAIJWHBjBREIEIFYUVq2wAIOTChBmA5EIF4BGTiwwH4ByCkmmeYVIMgEXUWQHp9iJlhAAQEOmIAAaC6QXgETIOoAJMSlpVZWbLUV1iIwQhAmmkY4AKEFFSTggAMCFHBBAh4euECS/SGaoKijOpAAEbFaJkAGaMpKxKBGcoYhlcC2I+mkB1RqKYiQVICreBJweWAERpRZTgFGVmCBIBVMey2qORaQ3prR5qnqd6A+IKsRCehpoxHrWmCgEe4aUYBYqPZa2a+PdJCCCnPllwiMngriQAAW7GeEohe8e8GAa4p6wWmv7hevERlcQMT/jba+m8G1UTJCX7Age6QKqtdSh1ChFlqm55EQELHAtP8BU+cgKMtrciElEjGBugOu27GeK4eLGb6PfFAACx2scMh0gkRJMJgB9KeqIA9Y7NVzESR4IpwQfNfxzTcL8DC7A35dENEhp90O04dIS7ONKU9L4Zw6y/0cEes2DbfNs7VKBAQ8ky20IEC/jdkBl4wgCCaKF5f44pd0MOigH6TwAr+L+4sIwA5YO3C0F1SQ4AURZADMjRcUUDJ4FSzg39ed2Wqhz/YChbbauF/DtiFRLtxiAYeOfVjQgwAviOnyfnhBAP6h+7q4vhthLhFaSxD4utkKcsGjQZtdEOKWNM44/+Thkw+A5JNXfvkgbAc4M7qpQrAs6IJ4Kf0CF6xKiAUWDpy9ERDIFj5sNcAEec9XuUtgczTXiI6RymUJchkR4mQ3QtzqYhGY1suuxjwHSFBoK3vgy5hHvQXoaU0QWFd/JgCmh3WvdrZLhdGQpjTNMJB33smayyJgngRE4FHU8eAEwhSta0HgUXYxAulKmIAVQi125QjUEL+TgQwk6WwKzOI6dlcICFyxZSay2F2oY4guEeECEhBLAR7wNxUFCG+C8CIZ4whHdhHBAg/AIwCJ8IC3mFE+CJHjTG63CH1hbjE3LASM2EgECSwvjiZqmRcbuToL5Gh2d/zPH9k1OwFdwP8CFvgPG2F4GkJq8ZSr4OI0iCc4gHwMkab43DsOOEhU2lIaqpQGK/MGElPeJpHFA+IsSbmIV97ymJlTW6SIRamuHAtZnvElMqdphGFNyliWmhB2fHQlLAFTI8akJsis1M28ZGmb0kwEh1iTTnHacp3oVMo3uaOScLqTSvBkznpU882L2POeGsrncvaZmH5K5J8AtY9Ao9POpc3ToA9BaEKzs9DeELRHEHWIRCfKnIrS5qKQymhDNspR33h0OA21IT/HktKSpu2kruFmOc0pUoaQ1KWvIedM7XJOfbaUENZcizOPpc3d/BSnwArqVoaaTftsNJcduSlS6wPVyDy1plH/PepUE1hVxFwVLlLdakexalWtMqKr4DSrWF9KVq+qtV9gfetag4VWwDz1F+DIq1732gy5zhWfeOWrYAdL2G2IQxqyyIViF8tYTOzirwlNbGMnS9nK1uKxkM2sZjfbCBUckrOgDW1KXvAC0Zr2tBxJQQpQy9rWJuQDH3CtbGc7jxUMqoa0za1uqYG+Duz2t8B9BQsGxYLgGve4pVDB5ArwWeQ697mGSMEHaECDykH3utitJlCzy93ueve7u7UEeMcbXr+S97wAFS9614ta9bL3vaAdQePgS9/62ve++M2vfjdk3v36l6r9/a+ATRrgARvYNO49sIIVKN8FO/jBEI6w/4QnvNUEU/jCy7EwhjfsGg1z+MOS8TCIMSxZy5r4xJhQLYpXvGLMRqPELI6xjGdM41C4GFjZKKyOd8zjHvuYGIcdR2B/TOQiG/nIxgjyONva2pvWFbVhFQyTWevkKUO5wGV58mmrjN4oC0XLpuXyeb38EzCLVszkJbNOzBxaNI9XzTdhM2jdDF4420TOnKXzd+28EaU285nQhC59/IwVbLoFu3zWiE532lPk0mfRM230cRN9EZju9tEPRTSW75zp62J6pZ7edE0srdtPF1TTVO20oN9K6txSWjuqfq6pMYpqisbaubMOaa2x02ra5hozVv7rqx/S6xa1TI+LiM8iLv95lxQl+4qNQI8kiBkNaseF1bdeNjDGtghiSjsS1q7Gt/0paplAupySTgSq+DJEFiFCQogAogBI9RV3KwLekECQJFjJCmEaQt5IYfWPdspTBlrgZS4zmCJuZIgCHUhrkOB3O/R9iAq5wuGqGLZDCF0sph76EaAahPwGwSOSQ3tJhNMbIkq+o9qxXHojUveIJOBuGaWcajFv0czd/fIDmShoRSpew3OOrqip5q0cNzRYiqqI5glCUTpPUolwZvRWEsJF/CH6zWHubqzj3NmHQFLWnW1zmb/IRC+fuopqDqGy87LsO4L2vdQGVXeBHVajmlWtphWnOUVrUIMjBKMctaf/XOlJZY3iFHU2pc11XSxWFZBTBBElpkVhDVFiefyoIr8ArVEe6oPnVKn0pCnCj95mRgDTnagTp1Jxe2imMKQjcslDQ5R+TAdDE+DYZSfcD6pQrCeVqQAYpgikSuhGAFTWgu964ovJQ7zUE6yaf/tUEYHxJxrQBIVvMV5FqytQP1Oa4CQnOslpVdfHvLwItXj102pUtWTrKkRFKGRPrGIXu5u8tgX6pvElGIRDLx7SLORyeNMigCviLOAyCI4HRC+DLofnLPFyQgoILbTydOWQLvDyLhOIgKgXMJ0iLjZDgM8SROTCcLBnCjOUNIuQS4AzJ9zmJwfCPRaiLt5SguvS/4AnaAQyaD06oifm8h0aSCs72IPUEn1KpDADYoQJ+B0L6EYmCC9lYx4TM4E1yH850jwkCC7rsoUWiIIeU25O0VUBQCvzEnhgozIxYzcC8H+d8UKrYYCoFy4XEwzHJzidESWHB3GFU4fA4CF5WIPR4oaFo3JB8zS1tzJyqDedwUtDkwni8ziOUz5G0APLpT7NlUyq0EdDJCuOOIfqIkzu0zPahw9ww3BfszI5szNgc4pvg4TSYzXAx4iBdYeOZ4pTOIjBUIjysoZ544cuYxfaV4tleEMadxJQ9R7aAy2wM0AVpDIqVwhwiBByCIdDliS3GI2LaDOHd42BmHJtKAxzCP8jIdQ5FvA5igg2dIiLiaEJkUiJ41OJl2g5mVgcIjVuh8I/YBg0gaM3OViKbsRLqSg9YfI3i+iK/shwekI6pnMxAlmG18iAACk4MBKOAMiPx4E3GHONjueNxiiGRwFVWeJDqYcPAQRFydM0LhSNgvc20RMA1eiSDDcBKZKNg9ONKsI9SjSTs4IPeliSVCMohhOKLZIq6Rg96dKTUNgjP7WCuAVLqNAfKWItPvQfDvAAGMk8Qugf/9iKAlCVzvOD1FE9B/mVzeNDdgFEWEk/UgiWaBk9yVeTE0k7QCk9Qkk4ypM3cEmT67KXSpmCIZOMGRQAC5MgTsRDKFkAG3Qjy2f/kTIzjubhAKZjQjfzQp3yC1cjkWDzk9eXAVDzgZg5kT+5Qh9kmVnjQ9niOuaxfCH0C53nle0Ye/syezU1AQ6wPC4jHq1zMQOSlT/0QShkk9jjQW0iliTUOmWZesTJQz7EF6USRDpDRJFHK7X3QJkJhY04IFUUHxHAFw/Ij4tpddbJMLg3nuooJfK3Cg9QAV4xIZuURJwkL2w0IWXYR8NgHoEkHgnQMmuZRPlJR0XVR/EJQIBkMvz5HCLXRgMqSPhgRikjcuJRn4zkSOZRn4FUR/ApoEx5H1glP22IjQqKEOUAN3W0RwKaoW8hRrCjIneURyJiIRqqouaRR6Fkkn/D/0bao5EWIkkxIhYoKj1w5KAISjjzSTXaxKN0BKAqEm7PAZJEgWeKIHH59pWsBw30lBJ6Zg2f2AgBwzyxlB5e6ghdCi3RIKXTcIwMkXQet3TUYKaPACaEYm+tcKUoMWjMVGhreinVBoaNAAEmhD+m4KeK+XqLIKiAWqbsgKYJcW7dlG7B9WgDR3COClyKihPZNmnYBmqrlmqaKmuZemqhxqmguqmpdKnGVakDUWyy9WszEWxzhapVYqqP+qm0Fqq21qm4Rqu6Zqu8JquUqqvAtmtjhauOBqytKqwZFqmM5qprBakEdxeT+luw+g9qCmhMh6msUK3PdK2n6qRS1mViCP+lmjWtlcasbRau5jpn3vpl6Zpn6AqudNeum5Wl3UWusAav1CCu/CB3ZUV3Q4ZkABuwAitYShYQ/zqwAdsVCLuwylCwwAJjNRaxm5ACEluxinVjvACxFiuxPaADG/uxtICx/4U0I1YIFFuyZWECsYWyg/ABT8myRIE4MDuzZcECL0uzOJuzOruzosUC9cizQNsRKhu0NrECHzBfKHsApUW0MnEVMzsCOnCzTEsSH+BbM/uzU8sR1ZW1XKsRSNu1YBu2WyS2ZEutK1u2XgsENHsAVou2FwEEqwWzKhC1bnsRK6ADXztiKkADdVtpB9C3gLsOJoC1gVu49tUAA5C4irv/uIzbuI47ADfQAJI7uZRbuZZ7uZibuZo7uSOGuI/7uaALuZs7uqRbupg7VwOAAASwuqzbuq77urCLALI7u7Rbu7Z7u7ibu7o7uzZAAb77u8AbvMI7vL67A++VurCbvMrburvbvM77vLjbu8Q7vdRbvGkzAARQBNq7vdzbvd77veAbvuI7vuRbvuY7vghAAca7Xth7vu77vvAbv/KLvuobMu07v/ibv/q7vwjQuznAvtm7vwI8wAQcvv1LAf8bLPdbwAzcwPqLACjgAhTwA+i1wA58wRhsvhAswRQMLBacwSAcwtwLwUUgwUEAA+T1wSK8whhMwiaMwlOiwiw8wwVM/8IlTAE8AMPfJcM03MMPjALaK8E5HMMB7MNGzL84sL04IANDvMNFfMRQLL8IkMTau8RNbB88HMVaPL6ry701IAMxMANOvMVkfL5dvL1fHMYZksVl3Mbae8ZoDMZi3F1s7MZlDMfam8ZznB11bMdbTAA+gAKCPMhCQAExcAN0/MR+7MeAPMiEbMiIzMeKvMhu7AK5OwQJnF19TMlHbMm4i8n1scmc7MYEMACJLL4boACqrMoa8L4asAHkqwAZ/MrwK8vyW8qhPMn6m8qrrACt7L60PL62TL4b8MsrjMvcxcYMwAEM0MwMAMvuuwEgQL4FkMHSDL8MML/IjB2i7L7L7P/Mz/y+1zy+1Vy+IADNx2zKyazL28sAwwy+CoDO47sBGPC91awA9Vy+GODL3KsB+Ly9+2zM/fzP2uvP+Qy++yzP9By+28wc3Xy+7iy+Bm2+/Oy993zQ5JvQ3LvQBdzQ16XM79y9GsABHOABzPy9CpDNBkDSHGAABqC9KV0EBUDSHkACRQACJaC9JBAC3WsAIsAAHsDTBtACzFwAJ1AEIfDTIuABqqzSRM0ARl0EJ/DTHjDN3FvOJOABDCAC07zSJM3Q6szN7Iy/EQ2+G6DULY3S2fzNJFDWLi3TNG3TOK3TPK29EZ3VW93VLM3AHg1dykwCLv3W3FsCLaC9LZDN3hv/0waA2IId0wWQ0xrgARuwAR6gvSIg0JTdymddBCvdyiWQzSIAyxtQAE3N2Rzg2aANy5Etz9WMAaddBBpQzYvNxWHt0GM9vwwA2IHdvS0A2R7w0om91sDt1i/92LAt2ZRt2cbszq7dyrHN2YjN17X90bed24EN3O1syzEd3JwN3I2dzeXc3UUg2SfAAT3NAIHN1N+93UXgzooN3CmtAL/t0uh91QWtAAZAArKN3eDb173x0OZr3btt39or2N0b02VN3DK9vW9N3uad3bCN3/ot3g3s384F0uFb1uzNve9d4PAN3gz+0iAw4jltAIOC3ugd2Biw3tHt3ir94fJ93e/c/9o/bQAhsN+0ncsMXNb2HOJq3d62rODh/dYjPtfZjQE1fuMULt2nnOEhzb0g4N3RzeEvXuBWHQLgHeRHfdYMgNFSHd0koAHfrQGXDdsiUNpjXuaczdqcbdWjveT9Pd2+AeDly+PeywFBzt/bi+BartPF3edcjtHubABujuMVLufP9dcyjtT1jOQj/tOMTuUUrgBcDQInXQC/3czb6wGVfecoXuVFENOWvtJn3uGhns0g8NskUObAfc8iQOgeYOhgreMFLOAuLcshUM9TPdSvHul7vta2bAC/TdTFnenRzekFbteq/OqpLusdjegXftshcN0GgOv5jAElUAInkM25Lv/pqry9G2DjGCDUK17X2jvi4Dvtdf3tRTDu2nsC1c7cPM3u7h7qBlACv9zqMH3v2L7PT969Fv4adE6+077o3V4E4V7wvg7T3H7Q8L7KnF3uUG7Vwy3L+F0C/c7uTL7O81sC06wBvf292x6/ke3l58sBsEzp8vvctwztAn/bDbzT7S7ZIj/l51vy3YvnMxzwxzXwBd0CgxLm3mviR/2+N67n7hsCse4BRf++ClAAVh2/PG8aPj+/G8ABBdDrQx/VRl8Aej7TNDz1wVX1o2zEYg8aZF/2PXz2v5X2ar/zLu8abv/26dzkdD/KbC8Zc3/3IJz3urX3fI/Bfo8YgB/4Djyl+LRV+Ia/8WK9+IuM+LOl+I4/wJAPF5I/+ftb+a51+Zifv5pvFpzf+doc98YV+qIv9aQfGqZ/+u/7+ay1+qxvxqmP9jAf+yLs+qgF+7ZPvrgPFbq/++Lb+6b1+8Af56Gsusub/Mq//Mzf/M7//M+PALPf9sgP/dZ//dif/dpPANJfH54buuAf/uI//uRf/uYPug3QXd9//uzf/u7//uyf/ob7CoEAADs=)

Вас, надо полагать, заинтересует вопрос где же взять необходимые JAR-файлы, имплементирующие скриптовый движок и языковый интерпретатор. Наилучшим местом для поиска реализации движка является, прежде всего, проект с открытым кодом Scripting, поддерживаемый java.net (см. [Ресурсы](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#artrelatedtopics)). Здесь вы найдете реализации скриптовых движков для многих языков и ссылки на прочие ресурсы по теме. Проект Scripting также предоставляет ссылки для загрузки интерпретаторов поддерживаемых скриптовых языков.

В [листинге1](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#listing1) метод main() передает ScriptEngine в каждый метод для отработки соответствующего JavaScript-кода.

Первый метод приведен в **листинге2**.

Метод invokeHelloScript() вызывает на стороне движка метод eval для вычисления и выполнения переданной строки кода от Java в JavaScript.

**Интерфейс ScriptEngine определяет 6 перегруженных методов eval():**

**- 3 принимающих скрипт к обработке как в виде строки *(дальнейшие примеры именно про это)*;**

**- 3 через объект java.io.Reader, для вычитывания скриптов из внешних источников, таких как файлы**.

Листинг 2. Метод invokeHelloScript

|  |  |
| --- | --- |
| 1  2  3 | private static void invokeHelloScript(ScriptEngine jsEngine) throws ScriptException {      jsEngine.eval("println('Hello from JavaScript')");  } |

JavaScript в методе invokeHelloScript() выводит полученный от Java текст “Hello from JavaScript” в поток стандартного вывода (standard output), являющийся, в данном случае, консольным окном. ([листинг 6](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#listing6) содержит окончательный вывод после запуска HelloScriptingWorldApplication.)

Обратите внимание - этот и другие методы класса декларируют, что они выбрасывают исключение javax.script.ScriptException. Это проверяемое исключение — единственное, определенное в пакете скриптинга — указывает на то, что движок потерпел неудачу при синтаксическом разборе или выполнении кода. Все методы eval() скриптового движка выбрасывают ScriptException, поэтому в коде вам необходимо соответствующим образом обработать эту ситуацию.

В **листинге3**

показаны два связанных метода: defineScriptFunction() и invokeScriptFunctionFromEngine(). Метод defineScriptFunction() также вызывает на движке метод eval() с явно заданным фрагментом JavaScript-кода. Однако отметьте — этот метод всего лишь задает определение JavaScript-функции sayHello(). Выполнения кода не происходит. Функция sayHello() принимает один параметр, который затем выводится в консоль следующим далее вызовом println(). JavaScript-интерпретатор скриптового движка добавляет эту функцию в свое глобальное окружение, делая ее доступной в последующих вызовах eval, что происходит (и это не удивительно) в методе invokeScriptFunctionFromEngine().

Листинг 3. Методы defineScriptFunction и invokeScriptFunctionFromEngine

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | private static void defineScriptFunction(ScriptEngine engine) throws ScriptException {      // Define a function in the script engine      engine.eval(          "function sayHello(name) {" +          "    println('Hello, ' + name)" +          "}"      );  }    private static void invokeScriptFunctionFromEngine(ScriptEngine engine)    throws ScriptException  {      engine.eval("sayHello('World!')");  } |

Эта пара методов демонстрирует, что скриптовые движки могут сохранять состояние компонентов приложения и делать это состояние доступным на протяжении последующих вызовов методов eval(). Метод invokeScriptFunctionFromEngine() использует преимущество, предоставленное сохраненным состоянием и вызывает JavaScript-функцию, определенную в предыдущем вызове eval().

Итак, многие скриптовые движки сохраняют состояние глобальных переменных и функций между вызовами eval(). Однако, и это важно учитывать, Java Scripting API не требует от движков поддержки такой возможности. Скриптовые движки JavaScript, Groovy и JRuby, используемые в этой статье, *обеспечивают* сохранность состояния между вызовами eval().

**Листинг 4**

является вариацией предыдущего примера. Метод invokeScriptFunctionFromJava() отличается тем, что вызывает JavaScript-функцию sayHello() не прибегая к методу eval(), принадлежащему ScriptEngine или к JavaScript-коду. Вместо этого он использует интерфейс javax.script.Invocable из состава Java Scripting API для вызова функции, поддерживаемой скриптовым движком. Метод invokeScriptFunctionFromJava() приводит объект скриптового движка к интерфейсному типу Invocable, а затем обращается к интерфейсному методу invokeFunction() для вызова JavaScript-функции sayHello() с заданным параметром. Если вызываемая функция возвращает значение, метод invokeFunction() вернет его, упаковав в Java-тип Object.

Листинг 4. Метод invokeScriptFunctionFromJava

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | private static void invokeScriptFunctionFromJava(ScriptEngine engine)    throws ScriptException, NoSuchMethodException  {  Invocable invocableEngine = (Invocable) engine;      invocableEngine.invokeFunction("sayHello", "from Java");  } |

Отметьте также, что [листинг 4](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#listing4) не содержит JavaScript. Интерфейс Invocable позволяет Java-коду вызывать скриптовую функцию не зная языка ее реализации. Метод invokeFunction() выбрасывает java.lang.NoSuchMethodException если скриптовый движок не смог найти функцию с данным именем или типом параметров.

Java Scripting API не требует от скриптового движка имплементации интерфейса Invocable. На самом деле, код в [листинге4](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#listing4) должен был бы перед приведением типа задействовать оператор instanceof, чтобы убедиться в том, что движок реализует интерфейс Invocable.

##### Продвинутый вызов скриптов с использованием прокси

Если скриптовая функция или метод реализуют Java-интерфейс — доступно более развитое использование Invocable. Интерфейс Invocable определяет метод getInterface(), принимающий в качестве параметра интерфейс и возвращающий прокси-объект Java, реализующий этот предоставленный ранее интерфейс. Как только вы получили прокси-объект из скриптового движка, вы можете рассматривать его как обыкновенный Java-объект. Вызываемые на прокси методы делегируются в скриптовый движок для выполнения скриптовым языком.

**Вызов Java-методов из скриптового кода**

**Почему-то дальше классы называются Java-объектами, а объекты - переменными**

Примеры в [листинге 3](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#listing3) и [листинге 4](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#listing4) показывают как Java-код может вызывать функции или методы, определенные в скриптовом языке. Теперь же вас, вероятно, заинтересует — может ли код скриптового языка, в свою очередь, вызывать методы Java-объектов(классов). Может.

Метод invokeJavaFromScriptFunction() в **листинге 5**

показывает — как получить доступ к Java-объектам(классам) со стороны скриптового движка и как скриптовый код может вызывать методы этих Java-объектов(классов). В частности, метод invokeJavaFromScriptFunction() использует предоставляемый движком метод **put()** для передачи экземпляра того же класса HelloScriptingWorld в движок. После того, как движок получил доступ к Java-объекту через имя, переданное при вызове put(), скриптовый код вызовом метода eval() использует его.

Листинг 5. Методы invokeJavaFromScriptFunction и getHelloReply

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | private static void invokeJavaFromScriptFunction(ScriptEngine engine)    throws ScriptException  {      engine.put("helloScriptingWorld", new HelloScriptingWorld()); //"helloScriptingWorld"  это название созданного объекта(дальше они называют ее переменной)      engine.eval(          "println('Вызываем метод getHelloReply из JavaScript...');" +          "var msg = helloScriptingWorld.getHelloReply(vJavaScript');" +          "println('Получили из Java: ' + msg)"      );  }    /\*\* Метод, вызываемый из вышеприведенного скрипта и возвращающий строку. \*/  public String getHelloReply(String name) {      return "Java-метод getHelloReply говорит 'Привет, " + name + "'";  } |

JavaScript-код, содержащийся в вызове метода eval() из [листинга 5](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#listing5) использует Java-объект(класс) HelloScriptingWorld посредством доступа к нему через переменную с именем helloScriptingWorld, переданным в вызов метода put() на стороне скриптового движка.

Вторая строка JavaScript-кода вызывает публичный Java-метод getHelloReply(), также приведенный в [листинге 5](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#listing5). Метод getHelloReply() возвращает строку Java-метод getHelloReply говорит 'Привет, <параметр>'. Код JavaScript в методе eval() присваивает возвращаемое из Java значение переменной msg, затем выводит это значение в консоль.

**Методы get() и put()**

ScriptEngine.**put** и связанный с ним метод get() являются основными способами распределения доступа к объектам и данным между Java-кодом и выполняемыми движком скриптами. (Расширенное обсуждение этой темы см. ниже в [Область видимости исполняемого скрипта](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#script-execution-scope).)

Когда вы вызываете на движке метод put(), скриптовый движок ассоциирует второй параметр (произвольный Java-объект(класс)) с заданным строковым ключем.

Большинство скриптовых движков обеспечивают доступность этих Java-объектов(классов) в скриптах посредством заданного имени переменной(объекта). Движки вольны в обращении с передаваемыми вами в метод put() именами. Например, скриптовый движок JRuby делает helloScriptingWorld доступной в Ruby-коде в виде глобальной переменной $helloScriptingWorld, что соответствует синтаксису Ruby для глобальных переменных.

Метод **get()** движка извлекает значения, доступные в скриптовом окружении. В общем случае, каждая глобальная переменная и функция из окружения JavaScript доступны в Java-коде через метод get(). Но для скриптов доступны только те объекты Java, которые заявлены скриптовому движку непосредственно — вызовом put().

Такая возможность доступа и манипулирования Java-объектами(классами) в исполняемом приложении со стороны внешних скриптов является мощной техникой расширения функциональности ваших Java-программ. (Эта техника задействована в примере из [Части 2](http://www.ibm.com/developerworks/java/library/j-javascripting2/) .)

##### Портирование Java-объектов

Когда скриптовый движок делает Java-объект(класс) доступным скрипту, запущенному в исполняющей среде, движок должен упаковать его в объектный тип, подходящий текущему скриптовому языку. Такая упаковка должна выполнять соответствующие преобразования объект-значение, к примеру, допускать использование Java-объекта Integer непосредственно в математических выражениях скриптового языка. Выяснение того, как Java-объекты портируются в скриптовые объекты специфично для каждого скриптового движка и выходит за рамки обсуждаемого в этой статье. И все же вы должны осознавать, что такая трансляция происходит, поэтому вы можете проводить тестирование используемого скриптового языка, чтобы убедиться в предсказуемости выполняемых преобразований.

Запуск приложения HelloScriptingWorld

Вы можете запустить приложение HelloScriptingWorld загрузив и скомпоновав исходный код.

Zip-файл содержит компоновочные сценарии как для Ant так и для Maven, чтобы облегчить компиляцию и запуск примера приложения. Выполните следующие шаги:

1. [Скачайте](https://www.ibm.com/developerworks/ru/library/j-javascripting1/index.html#artdownload) zip-архив.
2. Создайте новый каталог, скажем, java-scripting и распакуйте сюда полученный на предыдущем шаге архив.
3. Откройте командное окно и перейдите в этот каталог.
4. Запустите ant run-hello.

Вы должны увидеть консольный вывод из Ant, сходный с приведенным в **листинге 6.**

Обратите внимание на то, что метод defineScriptFunction() не генерирует вывода, т.к. он определяет, но не вызывает JavaScript-функцию.

Листинг 6. То, что мы увидим на экране после запуска HelloScriptingWorld:

|  |  |
| --- | --- |
|  | Вызываю invokeHelloScript...  Hello from JavaScript    Вызываю defineScriptFunction...    Вызываю invokeScriptFunctionFromEngine...  Hello, World!    Вызываю invokeScriptFunctionFromJava...  Hello, from Java    Вызываю invokeJavaFromScriptFunction...  Вызов метода getHelloReply из JavaScript...  Получили из Java: Java-метод getHelloReply говорит 'Привет, JavaScript' |

Bindings - ограничение области видимости переменных и объектов для данного скрипта *(типа своебразного ClassLoader-а)*.

За тем, как вы передаете Java-объекты(классы) в исполняемые движком скрипты, стоит более развитая реализация, чем просто вызов движковых методов get() и put(). Когда вы вызываете get() или put() на движке, он извлекает или сохраняет требуемый ключ в специально предусмотренном экземпляре интерфейса javax.script.Bindings. (Интерфейс Bindings это просто интерфейс Map, обслуживающий строковые ключи.)

Когда ваш код вызывает движковый метод eval(), на стороне движка используется предопределенное связывание ключей (находящихся в объекте интерфейса javax.script.Bindings) со значениями. Однако, вы можете предоставить **свой собственный объект Bindings** для обслуживания вызовов eval(), чтобы ограничить видимость переменных и объектов для данного скрипта. Тогда вызов будет выглядеть как **eval(String, Bindings)**или**eval(Reader, Bindings)**. Чтобы облегчить создание ваших специфичных Bindings, скриптовые движки предлагают метод createBindings(), возвращающий пустой объект Bindings. Вызов eval на объекте Bindings временно скрывает Java-объекты(классы), сохраненные ранее с использованием предопределенного в движке связывания.

Для накопления истории скриптовый движок имеет в своем составе два предопределенных механизма связывания:

- связывания с областью видимости на уровне движка (*engine scope bindings*) используются при вызовах get() и put(),

- связывания с глобальной областью видимости (*global scope bindings*) движок *может* применять для поиска объектов в случае, если их не удалось обнаружить на уровне связывания "engine scope". Формулировка *может*— существенна. Скриптовые движки не обязаны обеспечивать доступность глобального связывания для скриптов. Хотя многие скриптовые движки такой доступ предоставляют.

Конструктивное назначение "global scope"-связывания — совместное использование объектов различными скриптовыми движками.

Каждый движок, возвращаемый экземпляром ScriptEngineManager, комплектуется одним и тем же объектом глобального связывания.

Так до конца и не понял. Но возможно экземпляр интерфейса javax.script.Bindings (в котором будет храниться ключ) находится в глобальной области видимости (*global scope bindings*), а если мы сами зададим **Bindings,** то тогда наши ключи перестанут находиться в общей глобальной области видимости, а перейдут в нашу созданную глобальную область видимости.

Вы можете извлечь этот объект вызовом метода getBindings(ScriptContext.GLOBAL\_SCOPE) и назначить объект глобального связывания для движка с помощью setBindings(Bindings, ScriptContext.GLOBAL\_SCOPE).

ScriptContext— это интерфейс, который определяет и управляет контекстом времени исполнения скриптового движка. ScriptContext содержит связывания с "движковой" и "глобальной" областями видимости, а также потоки ввода/вывода, используемые движком для стандартных операций ввода/вывода. Вы можете получить контекст скриптового движка и манипулировать им с помощью движкового метода getContext().

Концепции Scripting API, такие как область видимости *scope*, связывания *bindings* и *контекст* могут, поначалу, сбивать с толку, по причине своих частично перекрывающихся смыслов. Загрузочный файл с исходными кодами для этой статьи включает тестовый файл JUnit, называющийся ScriptApiRhinoTest и расположенный в каталоге src/test/java. Содержащийся там Java-код призван помочь вам разобраться с этими концепциями.

Что дальше?

Теперь, когда вы располагаете базовыми знаниями по Java Scripting API, [Часть 2](http://www.ibm.com/developerworks/java/library/j-javascripting2/) этой статьи улучшит и расширит эти знания при помощи более реалистичного примера приложения. Это приложение использует комбинацию внешних скриптовых файлов, написанных на Groovy, Ruby и JavaScript для задания бизнес-логики с возможностью ее оперативного изменения. Как вы увидите, определение бизнес-правил в скриптовом языке облегчает написание этих правил и, возможно, упрощает восприятие при чтении непрограммистами, такими как бизнес-аналитики или специалисты по описанию предметной области.